
Subject: Re: PNGs without X?
Posted by David Fanning on Fri, 14 Feb 2003 21:46:18 GMT
View Forum Message <> Reply to Message

Dr. Sven Geier (svezn@srzl.caltezch.edzu) (who I *believe*
is using IDL) writes:

>  A while ago I posted the thing appended below -- and got a few responses. I
>  dug through the verious methods and none of them really work. I had noted
>  before that postscript isn't really an option and the same reasons really
>  apply to plotting into the Z-buffer: neat trick that, and I may well use
>  that in the future; but the output I get is nowhere near the output that I
>  get when plotting to an X window. The fonts are entirely different, the
>  colors are differnt, pretty much everything is different.

Remind me again why PostScript isn't an option? You seem to want
beautiful output. I think I read somewhere that 95% of all
scientists surveyed agreed PostScript was the way to go if 
this is where you thought you were headed. :-)

The fonts will be decidedly different. PostScript fonts
are not the same as your machine's hardware fonts. With
the demise of the Next computer, that's pretty much a
fact of life for all of us.

There is no reason for colors to be different, however,
unless you are letting IDL decide what colors to use,
in which case you are probably getting what you deserve. :-)
The PostScript device is an 8-bit device, and it sounds
like your display is a 24-bit device, so there will probably
have to be a difference in how you specify color. In 8-bit
devices, we have to use a color table. In 24-bit devices,
we can (if we choose) specify a color directly.

>  The color part, I suppose, is an outcropping of another problem, that I
>  never managed to find a solution to: I find it very hard (to say the least)
>  to use a certain given color in IDL. 

It can be a little complicated, I guess, until you
understand it a bit. The trick is to realize that
the normal display device is quite a bit different
from other graphics devices. Most of the time, if you
are using another graphics device, you have to prepare
the color table ahead of time, before you do your plotting. 
For example, I typically set up drawing colors like this:

       ; Set up drawing colors.
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    backgroundColor = FSC_Color('white', 1)
    axisColor = FSC_Color('navy',  2)
    dataColor_1 = FSC_Color('red', 3) 
    dataColor_2 = FSC_Color('green', 4)

Now, I can use these four drawing colors everywhere
and I always see the same thing. (Naturally, I choose
a white background because PostScript likes white 
backgrounds and it is rather more complicated to
convince it that something else is more aesthetic.
But see below.)

Note that FSC_COLOR is smart enough NOT to load a color
table if you don't need one (e.g. you are in a 24-bit
device). Then the function just returns a 24-bit value
that *is* the representation of the color you want. So
you get the same color on either 8-bit or 24-bit devices,
With color decomposition turned on or off.

>  It seems like the simplest thing in
>  the world to have a graph with four lines and I want one of them to be red
>  and one green and one yellow and one blue. However there doesn't seem to be
>  a mechanism in IDL(?) that accomplishes such a thing. Before I knew of
>  24-bit displays, I had a self-made colortable (with tvlct()) in which I
>  knew index 1 is red and index 5 is blue and such, but the first time I
>  tried this on a true-color visual, I learned something.

You probably learned you should have loaded your color table with
FSC_Color, I hope. :-)

   ok = FSC_COLOR(['red', 'green', 'blue', 'cyan'], Indgen(4)+1, $     
      Decomposed=0)

>  The problem is that I need to be certain what the colors are before the
>  plot, since there are some comments added to the data (via xyouts) that
>  refer to "red line = such-n-such" and such. For the same reason I must be
>  able to rely on a certain plot geometry (which I am consistently not
>  getting when plotting in the Z-buffer) because the positions of things are
>  carefully computed. The entire thing has been evolved over years to work
>  just right and if you suddenly run it with a larger character size (like
>  the Z-buffer seems to do) it'll all blow up.

If by "just right" you mean "using device coordinates" then
I am beginning to see why the PostScript device has been 
ruled out. :-)

But the Z-buffer should work if you make the buffer
the correct size (DEVICE, SET_RESOLUTION=[?,?]),
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where ? and ? refer to the size of your normal
display window.

>  As an example, here's some random data and label:
>  
>  data = tan(findgen(5))
>  plot,data,/nodata 
>  oplot,data,color='ff'x
>  oplot,data,psym=5
>  xyouts, 1,1.53,' <- triangle'
>  
>  On my 24-bit display this draws a few red lines, white triangles and labels
>  one of the triangles with "triangle". If I do this on a
>  "window,xsize=350,ysize=350" and then I do the same thing into the Z-buffer
>  following David's website (great site, by the way. Or terrible site, as you
>  may look at it: Many idl programmers lose much productive time browsing
>  through it... :)  I get something that is "kinda like" the original, except
>  that the plotting area has a different size, the fonts are different and
>  the color is gone - pretty much as different as a plot can be while still
>  showing the same thing.

Humm, well, yes. We have a few problems here.
But what about this program:

   ok = FSC_COLOR(['red', 'olive', 'blue', 'white', 'sienna'], $
      Indgen(5)+1, ColorStructure=c)
   data = tan(findgen(5))
   plot,data,/nodata, Color=c.red, Background=c.white
   oplot,data,color=c.blue
   oplot,data,psym=5,color=c.sienna
   xyouts, 1,1.53,' <- triangle',color=c.olive

This programs looks the same on 24-bit or 8-bit
devices, with color decomposition turned on or off,
in the Z-buffer, on the display, and in PostScript,
at least so far as color is concerned.

Fonts will be different, of course, especially if you 
are using hardware fonts (!P.Font=0). And you will have to
set Device, Decomposed=0 to see the Z-buffer results
in color on your display (or use TVIMAGE rather than TV
to display the Z-buffer image), but the color is there and
is correct.

If text is positioned in data or normalized coordinates
(as it is here), it should be in the same relative location
in all plots, etc. All in all, a pretty workable solution,
it seems to me. It even comes out correct on my printer,
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using the PRINTER device, if I am careful to load the 
color table *BEFORE* I send it off to the printer.
(Just another device-specific nuance).

   ok = FSC_COLOR(['red', 'olive', 'blue', 'white', 'sienna'], $
      Indgen(5)+1, ColorStructure=c, DECOMPOSED=0)
   thisDevice = !D.Name
   Set_Plot, 'PRINTER', /Copy
   data = tan(findgen(5))
   plot,data,/nodata, Color=c.red, Background=c.white
   oplot,data,color=c.blue
   oplot,data,psym=5,color=c.sienna
   xyouts, 1,1.53,' <- triangle',color=c.olive
   Device, /Close
   Set_Plot, thisDevice

>  I do not only get no colored line (because all colors 255 and up are just
>  "white" to postscript, apparently), 

Yes, PostScript is an 8-bit device. It's sort of like your old
computer. :-)

>  but the result is transparent (i.e.
>  white background) and the fonts are unreadable. 

I'm not sure why the fonts are unreadable. PostSrcript fonts
are generally acknowledged to be as good as they get.

PostScript graphics operations are primarily vector operations.
Filling a background color is a raster operation. You can get
a background color other than white in PostScript, but you will have to
ask for it deliberately. For example, this will give you a plot
with a nice beige color as a background:

   thisDevice = !D.Name
   Set_Plot, 'PS'
   Device, Color=1, Bits=8, Filename='test.ps'
   ok = FSC_COLOR(['red', 'olive', 'blue', 'beige', 'sienna'], $
      Indgen(5)+1, ColorStructure=c, DECOMPOSED=0)
   data = tan(findgen(5))
   polyfill, [0,1,1,0,0], [0,0,1,1,0], /normal, color=c.beige
   plot,data,/nodata, Color=c.red, /noerase
   oplot,data,color=c.blue
   oplot,data,psym=5,color=c.sienna
   xyouts, 1,1.53,' <- triangle',color=c.olive
   Device, /Close
   Set_Plot, thisDevice
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>  I am writing this all down in a last attempt to see if someone has the magic
>  trick "how to get consistent colors and something like an X-buffer without
>  X" 

Well, FSC_COLOR is *almost* like magic. :-)

Cheers,

David

-- 
David W. Fanning, Ph.D.
Fanning Software Consulting, Inc.
Phone: 970-221-0438, E-mail: david@dfanning.com
Coyote's Guide to IDL Programming: http://www.dfanning.com/
Toll-Free IDL Book Orders: 1-888-461-0155
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